ABANDONED OBJECT DETECTION USING YOLOX

## Best Practice

If you're doing training and inference using custom datasets (like LVIS), you should avoid importing COCO\_CLASSES or VOC\_CLASSES anywhere.

You can also delete or ignore coco\_classes.py entirely if you're not working with COCO.

***Steps to follow for Training Custom Dataset using YOLOX-S :-***

1. Create a New Environment Using Conda

conda create --name yolox python=3.10 -y

conda activate yolox

IMP –

Install Dependencies

FOR GPU – ( GPU is necessary and without it, many errors will occur )

Check the **requirements.txt** file that you have cloned in the YOLOX GitHub repository. It has **torch** and **torchvision** which requires CUDA to be set up globally beforehand. If you haven’t done it before, it will install the CPU versions. This is for utilizing the GPU. You may otherwise skip this. ( CUDA 12.6 )

**pip3 install torch torchvision torchaudio --index-url https://download.pytorch.org/whl/cu126**

We also faced conflicts with **onnx**while installing. Hence we will skip the installation as it is not needed for training. If needed later, you can install them by removing specific versions. Now go ahead and comment out the following in the **requirements.txt** file. Don’t forget to save the changes.

IF NOT GPU -

**# torch>=1.7**

**# torchvision**

**# onnx==1.8.1**

**# onnxruntime==1.8.0**

**# onnx-simplifier==0.3.5**

Install the rest of the dependencies using the following command.

pip install -e .

OR

pip install -v -e .

2. **Prepare Your Dataset**

Since your dataset is in PASCAL VOC format, and YOLOX requires COCO format, you'll need to convert your annotations.

( best option is to download the dataset in the COCO JSON format only )

**a. Convert PASCAL VOC to COCO Format**

Use the voc2coco.py script from the yukkyo/voc2coco repository to perform the conversion.​

**git clone https://github.com/yukkyo/voc2coco.git**

**cd voc2coco**

**python voc2coco.py --ann\_dir path\_to\_voc\_annotations --ann\_ids path\_to\_image\_ids --labels path\_to\_labels --output path\_to\_output\_json**

Replace path\_to\_voc\_annotations, path\_to\_image\_ids, path\_to\_labels, and path\_to\_output\_json with your actual paths.

**b. Organize the Dataset Directory Structure**

After conversion, structure your dataset as follows:
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Place your COCO-format annotation file in the annotations directory and your training images in the train2017 directory. If you have validation images, place them in the val2017 directory.

**3. Implement a Custom Dataset Class**

YOLOX provides built-in support for COCO datasets. However, if your dataset has specific requirements, you may need to implement a custom dataset class.
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This class should handle loading images and annotations, applying transformations, and returning data in the format expected by YOLOX.

This file contains the COCODataset class, which is designed to handle datasets in COCO format. Therefore, you do not need to create a new dataset class; you can use the existing COCODataset class by specifying the appropriate paths in your experiment configuration file.

**4. Configure the YOLOX Experiment**

**A ) Navigate to the exps/default directory:**
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**B ) Copy the yolox\_s.py file to create a new configuration file for your dataset:**
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AI-generated content may be incorrect.](data:image/png;base64,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)

Edit exp\_my\_dataset.py to specify your dataset paths and any other parameters specific to your dataset. Since you only have a training dataset (train2017), ensure that the validation dataset paths are handled appropriately, possibly by setting them to None or an empty list.

**Modify the \_\_init\_\_ method**

Update your exp\_my\_dataset.py file like this:

**#!/usr/bin/env python3**

**# -\*- coding:utf-8 -\*-**

**# Copyright (c) Megvii, Inc. and its affiliates.**

**import os**

**from yolox.exp import Exp as MyExp**

**from yolox.data.datasets import COCODataset # Import COCO dataset handler**

**class Exp(MyExp):**

**def \_\_init\_\_(self):**

**super(Exp, self).\_\_init\_\_()**

**# Model width and depth (you can change based on YOLOX versions: s, m, l, etc.)**

**self.depth = 0.33 # Controls model depth**

**self.width = 0.50 # Controls model width**

**# Experiment name**

**self.exp\_name = os.path.split(os.path.realpath(\_\_file\_\_))[1].split(".")[0]**

**# Modify dataset paths**

**self.data\_dir = "/path/to/your/dataset" # Change this to your actual dataset location**

**self.train\_ann = "annotations/instances\_train2017.json" # COCO format annotation file**

**self.val\_ann = None # No validation set, you can set this to None**

**self.test\_ann = None # No test set**

**self.num\_classes= 14 #set number of classes**

**# Adjust batch size (depends on your GPU memory)**

**self.batch\_size = 8**

**self.num\_workers = 4 # Number of data loader workers**

**# Maximum number of training epochs**

**self.max\_epoch = 50 # You can adjust based on dataset size**

**# Input image size**

**self.input\_size = (640, 640) # Adjust if necessary**

**# Set evaluation intervals (optional, since you don't have a validation dataset)**

**self.eval\_interval = 1 # Evaluate every epoch (set to higher if training takes too long)**

(Note:- path to dataset directory means the folder that contains both annotations and train folders)

**5. Train the Model**

Run the training script with your custom experiment configuration.

**python tools/train.py -f exps/default/exp\_my\_dataset.py -d 1 -b 8 --fp16 -c yolox\_s.pth**

Adjust the -d (number of devices) and -b (batch size) parameters based on your hardware capabilities.

**6. Evaluate the Model**

After training, evaluate your model's performance.

(Note: the below command is in full one line)

**python tools/eval.py -f exps/default/exp\_my\_dataset.py -c YOLOX\_outputs/exp\_my\_dataset/best\_ckpt.pth -b 8 -d 1 --conf 0.001**

This command uses the best checkpoint saved during training to evaluate the model on the validation set.

**RESOURCES :-**

[YOLOX/docs/train\_custom\_data.md at main · Megvii-BaseDetection/YOLOX](https://github.com/Megvii-BaseDetection/YOLOX/blob/main/docs/train_custom_data.md)

[YOLOX/README.md at main · Megvii-BaseDetection/YOLOX](https://github.com/Megvii-BaseDetection/YOLOX/blob/main/README.md)

[YOLOX Object Detector Paper Explanation and Custom Training | LearnOpenCV #](https://learnopencv.com/yolox-object-detector-paper-explanation-and-custom-training/)

[Faster than GPU: How to 10x your Object Detection Model and Deploy on CPU at 50+ FPS](https://dicksonneoh.com/portfolio/how_to_10x_your_od_model_and_deploy_50fps_cpu/)

[Train Custom Data — YOLOX 0.2.0 documentation](https://yolox.readthedocs.io/en/latest/train_custom_data.html" \l "train)

**Next Steps to Use Your Trained Model**

**1. Evaluate the Model**

Check its performance on your validation/test set:

Bash

**python tools/eval.py -f exps/your\_exp.py -c YOLOX\_outputs/exp\_name/best\_ckpt.pth -b 8 -d 1 --conf 0.01 [--fp16] [--fuse]**

* --conf: Adjust confidence threshold (default: 0.01)
* --fp16: Enable mixed-precision (if supported)
* --fuse: Fuse Conv+BN for faster inference

**2. Run Inference on Images/Videos**

Use the trained model for detection:

For single image:

bash

**python tools/demo.py image -f exps/your\_exp.py -c YOLOX\_outputs/exp\_name/best\_ckpt.pth --path assets/dog.jpg --conf 0.3 --nms 0.65 --tsize 640 --save\_result --device [gpu|cpu]**

For webcam/video:

bash

**python tools/demo.py webcam -f exps/your\_exp.py -c YOLOX\_outputs/exp\_name/best\_ckpt.pth --conf 0.3 --nms 0.65 --tsize 640 --device gpu**

* --tsize: Input size (should match training, e.g., 640)

**3. Analyze Training Metrics**

* TensorBoard (visualize loss, mAP, LR curves):

bash

**tensorboard --logdir YOLOX\_outputs/exp\_name**

Open http://localhost:6006 in your browser.

* Check train\_log.txt for:
  + Epoch-wise AP@0.5:0.95, AP@0.5
  + Loss trends (total\_loss, iou\_loss, cls\_loss)

**4. Export to ONNX/TensorRT (Optional)**

**Convert to ONNX for deployment:**

**bash**

**Copy**

**python tools/export\_onnx.py -f exps/your\_exp.py -c YOLOX\_outputs/exp\_name/best\_ckpt.pth --output-name yolox.onnx**

**For TensorRT:**

**bash**

**Copy**

**python tools/trt.py -f exps/your\_exp.py -c best\_ckpt.pth --output-name yolox.trt**

**5. Fine-Tune (If Needed)**

**If performance is poor:**

1. **Increase training epochs: Adjust self.max\_epoch in exp.py.**
2. **Data Augmentation: Modify self.mosaic\_prob, self.mixup\_prob in exp.py.**
3. **Hyperparameters: Tune LR (self.basic\_lr\_per\_img), optimizer (SGD/AdamW).**

**Key Files & Their Uses**

| **File/Folder** | **Purpose** |
| --- | --- |
| **best\_ckpt.pth** | **Best weights (for deployment)** |
| **latest\_ckpt.pth** | **Last checkpoint (resume training)** |
| **train\_log.txt** | **Debug training issues (check loss/AP)** |
| **TensorBoard logs** | **Visualize metrics (e.g., AP, loss\_l1, lr)** |
| **vis\_train folder** | **Training batch visualizations (verify data loading)** |

**ERRORS :-**

1. File "C:\Users\patel\anaconda3\envs\yolox\lib\subprocess.py", line 526, in run raise CalledProcessError(retcode, process.args, │ │ │ └ ['where', 'cl'] │ │ └ <Popen: returncode: 1 args: ['where', 'cl']> │ └ 1 └ <class 'subprocess.CalledProcessError'> subprocess.CalledProcessError: Command '['where', 'cl']' returned non-zero exit status   
     
   Solution :- Check in exp file if there is a line written as – “self.fast\_eval = false”. If yes then remove that line. Clear the Cache from c:/users/<user\_name>/app\_data/local/torch\_extensions/cache (delete this cache file). Also check if MSVC build tools are present or not. If not then download it. Then ensure required dependencies are installed using – “**pip install -r requirements.txt**” .
2. If any CUDA related error occurs then uninstall the torch torchvision and torchaudio and reinstall it again from pytorch official website.
3. ‘COCODateset’ has no attribute ‘cache’ – if this error occurs then modify this -   
   his error occurs when the \_\_del\_\_ method in your CacheDataset class is called on an object that wasn't fully initialized, possibly due to a prior failure during dataset loading (such as the 'iscrowd' key error). Because initialization failed, self.cache was never defined, but the destructor (\_\_del\_\_) is still called, resulting in the error.

#### ✅ Fix

Update the \_\_del\_\_ method in datasets\_wrapper.py like this to avoid errors when attributes don't exist:

python

CopyEdit

def \_\_del\_\_(self):

if hasattr(self, "cache") and self.cache and getattr(self, "cache\_type", None) == "ram":

if hasattr(self, "imgs"):

del self.imgs

1. cls\_ids :: tensor([1018., 1025., 206., 206., 206., 1025.])

scores :: tensor([0.5827, 0.1228, 0.0565, 0.0402, 0.0194, 0.0130])

conf :: 0.01

class\_names :: ('person', 'bicycle', 'car', 'motorcycle', 'airplane', 'bus', 'train', 'truck', 'boat', 'traffic light', 'fire hydrant', 'stop sign', 'parking meter', 'bench', 'bird', 'cat', 'dog', 'horse', 'sheep', 'cow', 'elephant', 'bear', 'zebra', 'giraffe', 'backpack', 'umbrella', 'handbag', 'tie', 'suitcase', 'frisbee', 'skis', 'snowboard', 'sports ball', 'kite', 'baseball bat', 'baseball glove', 'skateboard', 'surfboard', 'tennis racket', 'bottle', 'wine glass', 'cup', 'fork', 'knife', 'spoon', 'bowl', 'banana', 'apple', 'sandwich', 'orange', 'broccoli', 'carrot', 'hot dog', 'pizza', 'donut', 'cake', 'chair', 'couch', 'potted plant', 'bed', 'dining table', 'toilet', 'tv', 'laptop', 'mouse', 'remote', 'keyboard', 'cell phone', 'microwave', 'oven', 'toaster', 'sink', 'refrigerator', 'book', 'clock', 'vase', 'scissors', 'teddy bear', 'hair drier', 'toothbrush')

Traceback (most recent call last):

File "/home/tuskerai/Desktop/Dev Patel/YOLOX/tools/demo.py", line 320, in <module>

main(exp, args)

File "/home/tuskerai/Desktop/Dev Patel/YOLOX/tools/demo.py", line 311, in main

image\_demo(predictor, vis\_folder, args.path, current\_time, args.save\_result)

File "/home/tuskerai/Desktop/Dev Patel/YOLOX/tools/demo.py", line 195, in image\_demo

result\_image = predictor.visual(outputs[0], img\_info, predictor.confthre)

^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^

File "/home/tuskerai/Desktop/Dev Patel/YOLOX/tools/demo.py", line 183, in visual

vis\_res = vis(img, bboxes, scores, cls, cls\_conf, self.cls\_names)

^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^^

File "/home/tuskerai/Desktop/Dev Patel/YOLOX/yolox/utils/visualize.py", line 28, in vis

color = (\_COLORS[cls\_id] \* 255).astype(np.uint8).tolist()

~~~~~~~^^^^^^^^

IndexError: index 1018 is out of bounds for axis 0 with size 80  
  
SOLUTION – this happens because of the default class names specified in coco\_classes.py file and the classes in your annotations file. I am adding a dynamic command line argument where we could specify the json file path so that model can read that json file class name.

**OUTPUT :-**

(yolox) D:\Projects\abandoned\YOLOX>python tools/train.py -f exps/default/exp\_my\_dataset.py -d 1 -b 8 --fp16 -c yolox\_s.pth

\* History restored

Microsoft Windows [Version 10.0.26100.3476]

(c) Microsoft Corporation. All rights reserved.

(yolox) D:\Projects\abandoned>cd yolox

(yolox) D:\Projects\abandoned\YOLOX>python tools/train.py -f exps/default/exp\_my\_dataset.py -d 1 -b 8 --fp16 -c yolox\_s.pth

d:\projects\abandoned\yolox\yolox\core\trainer.py:47: FutureWarning: `torch.cuda.amp.GradScaler(args...)` is deprecated. Please use `torch.amp.GradScaler('cuda', args...)` instead.

self.scaler = torch.cuda.amp.GradScaler(enabled=args.fp16)

2025-04-01 17:46:19 | INFO | yolox.core.trainer:132 - args: Namespace(experiment\_name='exp\_my\_dataset', name=None, dist\_backend='nccl', dist\_url=None, batch\_size=8, devices=1, exp\_file='exps/default/exp\_my\_dataset.py', resume=False, ckpt='yolox\_s.pth', start\_epoch=None, num\_machines=1, machine\_rank=0, fp16=True, cache=None, occupy=False, logger='tensorboard', opts=[])

2025-04-01 17:46:19 | INFO | yolox.core.trainer:133 - exp value:

╒═══════════════════╤═════════════════════════════════════════════════════════════════════════════════════════════╕

│ keys │ values │

╞═══════════════════╪═════════════════════════════════════════════════════════════════════════════════════════════╡

│ seed │ None │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ output\_dir │ './YOLOX\_outputs' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ print\_interval │ 10 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ eval\_interval │ 1 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ dataset │ None │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ num\_classes │ 14 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ depth │ 0.33 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ width │ 0.5 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ act │ 'silu' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ data\_num\_workers │ 4 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ input\_size │ (640, 640) │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ multiscale\_range │ 5 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ data\_dir │ 'D:\\Projects\\abandoned\\YOLOX\\datasets\\chiikawa' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ train\_ann │ 'D:\\Projects\\abandoned\\YOLOX\\datasets\\chiikawa\\annotations\\instances\_train2017.json' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ val\_ann │ 'D:\\Projects\\abandoned\\YOLOX\\datasets\\chiikawa\\annotations\\instances\_val2017.json' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ test\_ann │ 'instances\_test2017.json' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ mosaic\_prob │ 1.0 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ mixup\_prob │ 1.0 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ hsv\_prob │ 1.0 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ flip\_prob │ 0.5 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ degrees │ 10.0 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ translate │ 0.1 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ mosaic\_scale │ (0.1, 2) │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ enable\_mixup │ True │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ mixup\_scale │ (0.5, 1.5) │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ shear │ 2.0 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ warmup\_epochs │ 5 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ max\_epoch │ 2 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ warmup\_lr │ 0 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ min\_lr\_ratio │ 0.05 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ basic\_lr\_per\_img │ 0.00015625 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ scheduler │ 'yoloxwarmcos' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ no\_aug\_epochs │ 15 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ ema │ True │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ weight\_decay │ 0.0005 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ momentum │ 0.9 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ save\_history\_ckpt │ True │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ exp\_name │ 'exp\_my\_dataset' │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ test\_size │ (640, 640) │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ test\_conf │ 0.01 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ nmsthre │ 0.65 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ batch\_size │ 8 │

├───────────────────┼─────────────────────────────────────────────────────────────────────────────────────────────┤

│ num\_workers │ 4 │

╘═══════════════════╧═════════════════════════════════════════════════════════════════════════════════════════════╛

2025-04-01 17:46:20 | INFO | yolox.core.trainer:138 - Model Summary: Params: 8.94M, Gflops: 26.78

2025-04-01 17:46:21 | INFO | yolox.core.trainer:338 - loading checkpoint for fine tuning

2025-04-01 17:46:24 | WARNING | yolox.utils.checkpoint:24 - Shape of head.cls\_preds.0.weight in checkpoint is torch.Size([80, 128, 1, 1]), while shape of head.cls\_preds.0.weight in model is torch.Size([14, 128, 1, 1]).

2025-04-01 17:46:24 | WARNING | yolox.utils.checkpoint:24 - Shape of head.cls\_preds.0.bias in checkpoint is torch.Size([80]), while shape of head.cls\_preds.0.bias in model is torch.Size([14]).

2025-04-01 17:46:24 | WARNING | yolox.utils.checkpoint:24 - Shape of head.cls\_preds.1.weight in checkpoint is torch.Size([80, 128, 1, 1]), while shape of head.cls\_preds.1.weight in model is torch.Size([14, 128, 1, 1]).

2025-04-01 17:46:24 | WARNING | yolox.utils.checkpoint:24 - Shape of head.cls\_preds.1.bias in checkpoint is torch.Size([80]), while shape of head.cls\_preds.1.bias in model is torch.Size([14]).

2025-04-01 17:46:24 | WARNING | yolox.utils.checkpoint:24 - Shape of head.cls\_preds.2.weight in checkpoint is torch.Size([80, 128, 1, 1]), while shape of head.cls\_preds.2.weight in model is torch.Size([14, 128, 1, 1]).

2025-04-01 17:46:24 | WARNING | yolox.utils.checkpoint:24 - Shape of head.cls\_preds.2.bias in checkpoint is torch.Size([80]), while shape of head.cls\_preds.2.bias in model is torch.Size([14]).

2025-04-01 17:46:24 | INFO | yolox.data.datasets.coco:63 - loading annotations into memory...

2025-04-01 17:46:24 | INFO | yolox.data.datasets.coco:63 - Done (t=0.03s)

2025-04-01 17:46:24 | INFO | pycocotools.coco:86 - creating index...

2025-04-01 17:46:24 | INFO | pycocotools.coco:86 - index created!

2025-04-01 17:46:24 | INFO | yolox.core.trainer:157 - init prefetcher, this might take one minute or less...

2025-04-01 17:47:00 | INFO | yolox.data.datasets.coco:63 - loading annotations into memory...

2025-04-01 17:47:01 | INFO | yolox.data.datasets.coco:63 - Done (t=0.04s)

2025-04-01 17:47:01 | INFO | pycocotools.coco:86 - creating index...

2025-04-01 17:47:01 | INFO | pycocotools.coco:86 - index created!

2025-04-01 17:47:01 | INFO | yolox.core.trainer:196 - Training start...

2025-04-01 17:47:01 | INFO | yolox.core.trainer:197 -

YOLOX(

(backbone): YOLOPAFPN(

(backbone): CSPDarknet(

(stem): Focus(

(conv): BaseConv(

(conv): Conv2d(12, 32, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(32, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

(dark2): Sequential(

(0): BaseConv(

(conv): Conv2d(32, 64, kernel\_size=(3, 3), stride=(2, 2), padding=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(1): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(64, 32, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(32, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(64, 32, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(32, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(32, 32, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(32, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(32, 32, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(32, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

)

(dark3): Sequential(

(0): BaseConv(

(conv): Conv2d(64, 128, kernel\_size=(3, 3), stride=(2, 2), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(1): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(128, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(128, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

(1): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

(2): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

)

(dark4): Sequential(

(0): BaseConv(

(conv): Conv2d(128, 256, kernel\_size=(3, 3), stride=(2, 2), padding=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(1): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(256, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(256, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

(1): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

(2): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

)

(dark5): Sequential(

(0): BaseConv(

(conv): Conv2d(256, 512, kernel\_size=(3, 3), stride=(2, 2), padding=(1, 1), bias=False)

(bn): BatchNorm2d(512, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(1): SPPBottleneck(

(conv1): BaseConv(

(conv): Conv2d(512, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): ModuleList(

(0): MaxPool2d(kernel\_size=5, stride=1, padding=2, dilation=1, ceil\_mode=False)

(1): MaxPool2d(kernel\_size=9, stride=1, padding=4, dilation=1, ceil\_mode=False)

(2): MaxPool2d(kernel\_size=13, stride=1, padding=6, dilation=1, ceil\_mode=False)

)

(conv2): BaseConv(

(conv): Conv2d(1024, 512, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(512, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

(2): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(512, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(512, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(512, 512, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(512, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

)

)

(upsample): Upsample(scale\_factor=2.0, mode='nearest')

(lateral\_conv0): BaseConv(

(conv): Conv2d(512, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(C3\_p4): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(512, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(512, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

(reduce\_conv1): BaseConv(

(conv): Conv2d(256, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(C3\_p3): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(256, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(256, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(64, 64, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(64, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

(bu\_conv2): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(2, 2), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(C3\_n3): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(256, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(256, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

(bu\_conv1): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(3, 3), stride=(2, 2), padding=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(C3\_n4): CSPLayer(

(conv1): BaseConv(

(conv): Conv2d(512, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(512, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv3): BaseConv(

(conv): Conv2d(512, 512, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(512, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(m): Sequential(

(0): Bottleneck(

(conv1): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(conv2): BaseConv(

(conv): Conv2d(256, 256, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(256, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

)

)

(head): YOLOXHead(

(cls\_convs): ModuleList(

(0-2): 3 x Sequential(

(0): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(1): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

(reg\_convs): ModuleList(

(0-2): 3 x Sequential(

(0): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(1): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(3, 3), stride=(1, 1), padding=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

)

(cls\_preds): ModuleList(

(0-2): 3 x Conv2d(128, 14, kernel\_size=(1, 1), stride=(1, 1))

)

(reg\_preds): ModuleList(

(0-2): 3 x Conv2d(128, 4, kernel\_size=(1, 1), stride=(1, 1))

)

(obj\_preds): ModuleList(

(0-2): 3 x Conv2d(128, 1, kernel\_size=(1, 1), stride=(1, 1))

)

(stems): ModuleList(

(0): BaseConv(

(conv): Conv2d(128, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(1): BaseConv(

(conv): Conv2d(256, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

(2): BaseConv(

(conv): Conv2d(512, 128, kernel\_size=(1, 1), stride=(1, 1), bias=False)

(bn): BatchNorm2d(128, eps=0.001, momentum=0.03, affine=True, track\_running\_stats=True)

(act): SiLU(inplace=True)

)

)

(l1\_loss): L1Loss()

(bcewithlog\_loss): BCEWithLogitsLoss()

(iou\_loss): IOUloss()

)

)

2025-04-01 17:47:01 | INFO | yolox.core.trainer:218 - ---> start train epoch1

2025-04-01 17:47:01 | INFO | yolox.core.trainer:221 - --->No mosaic aug now!

2025-04-01 17:47:01 | INFO | yolox.core.trainer:223 - --->Add additional L1 loss now!

d:\projects\abandoned\yolox\yolox\core\trainer.py:106: FutureWarning: `torch.cuda.amp.autocast(args...)` is deprecated. Please use `torch.amp.autocast('cuda', args...)` instead.

with torch.cuda.amp.autocast(enabled=self.amp\_training):

d:\projects\abandoned\yolox\yolox\models\yolo\_head.py:474: FutureWarning: `torch.cuda.amp.autocast(args...)` is deprecated. Please use `torch.amp.autocast('cuda', args...)` instead.

with torch.cuda.amp.autocast(enabled=False):

2025-04-01 17:47:10 | INFO | yolox.core.trainer:270 - epoch: 1/2, iter: 10/61, gpu mem: 1729Mb, mem: 10.9Gb, iter\_time: 0.893s, data\_time: 0.005s, total\_loss: 10.2, iou\_loss: 2.1, l1\_loss: 1.0, conf\_loss: 3.8, cls\_loss: 3.3, lr: 1.344e-06, size: 640, ETA: 0:01:39

2025-04-01 17:47:14 | INFO | yolox.core.trainer:270 - epoch: 1/2, iter: 20/61, gpu mem: 1740Mb, mem: 10.9Gb, iter\_time: 0.423s, data\_time: 0.001s, total\_loss: 11.1, iou\_loss: 2.3, l1\_loss: 1.1, conf\_loss: 4.1, cls\_loss: 3.6, lr: 5.375e-06, size: 640, ETA: 0:01:07

2025-04-01 17:47:20 | INFO | yolox.core.trainer:270 - epoch: 1/2, iter: 30/61, gpu mem: 1740Mb, mem: 10.9Gb, iter\_time: 0.610s, data\_time: 0.005s, total\_loss: 9.6, iou\_loss: 1.6, l1\_loss: 0.7, conf\_loss: 3.6, cls\_loss: 3.7, lr: 1.209e-05, size: 576, ETA: 0:00:59

2025-04-01 17:47:28 | INFO | yolox.core.trainer:270 - epoch: 1/2, iter: 40/61, gpu mem: 1740Mb, mem: 10.9Gb, iter\_time: 0.835s, data\_time: 0.004s, total\_loss: 9.4, iou\_loss: 1.5, l1\_loss: 0.8, conf\_loss: 3.3, cls\_loss: 3.9, lr: 2.150e-05, size: 480, ETA: 0:00:56

2025-04-01 17:47:52 | INFO | yolox.core.trainer:270 - epoch: 1/2, iter: 50/61, gpu mem: 2421Mb, mem: 10.8Gb, iter\_time: 2.333s, data\_time: 0.002s, total\_loss: 7.9, iou\_loss: 1.5, l1\_loss: 1.1, conf\_loss: 2.7, cls\_loss: 2.6, lr: 3.359e-05, size: 768, ETA: 0:01:13

2025-04-01 17:47:59 | INFO | yolox.core.trainer:270 - epoch: 1/2, iter: 60/61, gpu mem: 2421Mb, mem: 10.7Gb, iter\_time: 0.716s, data\_time: 0.003s, total\_loss: 8.2, iou\_loss: 1.8, l1\_loss: 0.8, conf\_loss: 2.7, cls\_loss: 2.8, lr: 4.837e-05, size: 480, ETA: 0:01:00

2025-04-01 17:48:07 | INFO | yolox.core.trainer:402 - Save weights to ./YOLOX\_outputs\exp\_my\_dataset

100%|####################################################################################################################################| 61/61 [01:13<00:00, 1.20s/it]

d:\projects\abandoned\yolox\yolox\evaluators\coco\_evaluator.py:189: UserWarning: The torch.cuda.\*DtypeTensor constructors are no longer recommended. It's best to use methods such as torch.tensor(data, dtype=\*, device='cuda') to create tensors. (Triggered internally at C:\actions-runner\\_work\pytorch\pytorch\pytorch\torch\csrc\tensor\python\_tensor.cpp:80.)

statistics = torch.cuda.FloatTensor([inference\_time, nms\_time, n\_samples])

2025-04-01 17:49:21 | INFO | yolox.evaluators.coco\_evaluator:259 - Evaluate in main process...

2025-04-01 17:49:22 | INFO | yolox.evaluators.coco\_evaluator:292 - Loading and preparing results...

2025-04-01 17:49:22 | INFO | yolox.evaluators.coco\_evaluator:292 - DONE (t=0.13s)

2025-04-01 17:49:22 | INFO | pycocotools.coco:366 - creating index...

2025-04-01 17:49:22 | INFO | pycocotools.coco:366 - index created!

Using C:\Users\patel\AppData\Local\torch\_extensions\torch\_extensions\Cache\py310\_cu126 as PyTorch extensions root...

Creating extension directory C:\Users\patel\AppData\Local\torch\_extensions\torch\_extensions\Cache\py310\_cu126\fast\_cocoeval...

Emitting ninja build file C:\Users\patel\AppData\Local\torch\_extensions\torch\_extensions\Cache\py310\_cu126\fast\_cocoeval\build.ninja...

Building extension module fast\_cocoeval...

Allowing ninja to set a default number of workers... (overridable by setting the environment variable MAX\_JOBS=N)

[1/2] cl /showIncludes -DTORCH\_EXTENSION\_NAME=fast\_cocoeval -DTORCH\_API\_INCLUDE\_EXTENSION\_H -IC:\Users\patel\anaconda3\envs\yolox\lib\site-packages\torch\include -IC:\Users\patel\anaconda3\envs\yolox\lib\site-packages\torch\include\torch\csrc\api\include -IC:\Users\patel\anaconda3\envs\yolox\lib\site-packages\torch\include\TH -IC:\Users\patel\anaconda3\envs\yolox\lib\site-packages\torch\include\THC -IC:\Users\patel\anaconda3\envs\yolox\Include -D\_GLIBCXX\_USE\_CXX11\_ABI=0 /MD /wd4819 /wd4251 /wd4244 /wd4267 /wd4275 /wd4018 /wd4190 /wd4624 /wd4067 /wd4068 /EHsc /std:c++17 -O2 -c D:\Projects\abandoned\YOLOX\yolox\layers\cocoeval\cocoeval.cpp /Fococoeval.o

Microsoft (R) C/C++ Optimizing Compiler Version 19.43.34808 for x64

Copyright (C) Microsoft Corporation. All rights reserved.

[2/2] "C:\Program Files (x86)\Microsoft Visual Studio\2022\BuildTools\VC\Tools\MSVC\14.43.34808\bin\Hostx64\x64/link.exe" cocoeval.o /nologo /DLL c10.lib torch\_cpu.lib torch.lib /LIBPATH:C:\Users\patel\anaconda3\envs\yolox\lib\site-packages\torch\lib torch\_python.lib /LIBPATH:C:\Users\patel\anaconda3\envs\yolox\libs /out:fast\_cocoeval.pyd

Creating library fast\_cocoeval.lib and object fast\_cocoeval.exp

Loading extension module fast\_cocoeval...

Running per image evaluation...

2025-04-01 17:49:39 | INFO | yolox.layers.jit\_ops:111 - Load fast\_cocoeval op in 15.696s.

Evaluate annotation type \*bbox\*

COCOeval\_opt.evaluate() finished in 0.44 seconds.

Accumulating evaluation results...

COCOeval\_opt.accumulate() finished in 0.09 seconds.

2025-04-01 17:49:40 | INFO | yolox.core.trainer:381 -

Average forward time: 61.11 ms, Average NMS time: 2.93 ms, Average inference time: 64.04 ms

Average Precision (AP) @[ IoU=0.50:0.95 | area= all | maxDets=100 ] = 0.041

Average Precision (AP) @[ IoU=0.50 | area= all | maxDets=100 ] = 0.070

Average Precision (AP) @[ IoU=0.75 | area= all | maxDets=100 ] = 0.040

Average Precision (AP) @[ IoU=0.50:0.95 | area= small | maxDets=100 ] = -1.000

Average Precision (AP) @[ IoU=0.50:0.95 | area=medium | maxDets=100 ] = 0.034

Average Precision (AP) @[ IoU=0.50:0.95 | area= large | maxDets=100 ] = 0.044

Average Recall (AR) @[ IoU=0.50:0.95 | area= all | maxDets= 1 ] = 0.092

Average Recall (AR) @[ IoU=0.50:0.95 | area= all | maxDets= 10 ] = 0.187

Average Recall (AR) @[ IoU=0.50:0.95 | area= all | maxDets=100 ] = 0.222

Average Recall (AR) @[ IoU=0.50:0.95 | area= small | maxDets=100 ] = -1.000

Average Recall (AR) @[ IoU=0.50:0.95 | area=medium | maxDets=100 ] = 0.162

Average Recall (AR) @[ IoU=0.50:0.95 | area= large | maxDets=100 ] = 0.243

per class AP:

| class | AP | class | AP | class | AP |

|:---------|:-------|:--------|:-------|:----------|:------|

| doll2 | 0.249 | 3dolls | 0.000 | Sea\_otter | 1.252 |

| Shisa | 1.531 | anoko | 10.321 | beetle | 0.000 |

| chiikawa | 10.786 | fish | 0.620 | kani | 0.000 |

| kurima | 1.687 | momo | 2.687 | small ba | 7.110 |

| usaki | 16.552 | | | | |

per class AR:

| class | AR | class | AR | class | AR |

|:---------|:-------|:--------|:-------|:----------|:-------|

| doll2 | 5.455 | 3dolls | 0.000 | Sea\_otter | 12.881 |

| Shisa | 28.256 | anoko | 30.455 | beetle | 0.000 |

| chiikawa | 56.806 | fish | 10.000 | kani | 0.000 |

| kurima | 21.526 | momo | 25.381 | small ba | 35.579 |

| usaki | 61.758 | | | | |

2025-04-01 17:49:40 | INFO | yolox.core.trainer:402 - Save weights to ./YOLOX\_outputs\exp\_my\_dataset

2025-04-01 17:49:41 | INFO | yolox.core.trainer:402 - Save weights to ./YOLOX\_outputs\exp\_my\_dataset

2025-04-01 17:49:41 | INFO | yolox.core.trainer:218 - ---> start train epoch2

2025-04-01 17:49:41 | INFO | yolox.core.trainer:221 - --->No mosaic aug now!

2025-04-01 17:49:41 | INFO | yolox.core.trainer:223 - --->Add additional L1 loss now!

2025-04-01 17:49:53 | INFO | yolox.core.trainer:270 - epoch: 2/2, iter: 10/61, gpu mem: 2421Mb, mem: 11.4Gb, iter\_time: 1.133s, data\_time: 0.002s, total\_loss: 8.2, iou\_loss: 1.5, l1\_loss: 0.8, conf\_loss: 3.0, cls\_loss: 2.8, lr: 6.774e-05, size: 576, ETA: 0:00:55

2025-04-01 17:50:10 | INFO | yolox.core.trainer:270 - epoch: 2/2, iter: 20/61, gpu mem: 2421Mb, mem: 11.3Gb, iter\_time: 1.763s, data\_time: 0.003s, total\_loss: 7.0, iou\_loss: 1.7, l1\_loss: 1.1, conf\_loss: 2.4, cls\_loss: 1.8, lr: 8.816e-05, size: 704, ETA: 0:00:48

2025-04-01 17:50:27 | INFO | yolox.core.trainer:270 - epoch: 2/2, iter: 30/61, gpu mem: 2421Mb, mem: 11.3Gb, iter\_time: 1.686s, data\_time: 0.004s, total\_loss: 8.3, iou\_loss: 1.9, l1\_loss: 1.2, conf\_loss: 3.1, cls\_loss: 2.1, lr: 1.113e-04, size: 512, ETA: 0:00:38

2025-04-01 17:50:35 | INFO | yolox.core.trainer:270 - epoch: 2/2, iter: 40/61, gpu mem: 2421Mb, mem: 11.4Gb, iter\_time: 0.807s, data\_time: 0.003s, total\_loss: 6.9, iou\_loss: 1.5, l1\_loss: 0.8, conf\_loss: 2.5, cls\_loss: 2.0, lr: 1.371e-04, size: 672, ETA: 0:00:25

2025-04-01 17:50:46 | INFO | yolox.core.trainer:270 - epoch: 2/2, iter: 50/61, gpu mem: 2421Mb, mem: 11.4Gb, iter\_time: 1.100s, data\_time: 0.004s, total\_loss: 7.9, iou\_loss: 1.7, l1\_loss: 1.0, conf\_loss: 2.6, cls\_loss: 2.6, lr: 1.656e-04, size: 512, ETA: 0:00:13

2025-04-01 17:50:55 | INFO | yolox.core.trainer:270 - epoch: 2/2, iter: 60/61, gpu mem: 2421Mb, mem: 11.4Gb, iter\_time: 0.847s, data\_time: 0.003s, total\_loss: 7.1, iou\_loss: 1.7, l1\_loss: 1.0, conf\_loss: 2.9, cls\_loss: 1.6, lr: 1.967e-04, size: 768, ETA: 0:00:01

2025-04-01 17:50:56 | INFO | yolox.core.trainer:402 - Save weights to ./YOLOX\_outputs\exp\_my\_dataset

100%|####################################################################################################################################| 61/61 [01:06<00:00, 1.10s/it]

2025-04-01 17:52:03 | INFO | yolox.evaluators.coco\_evaluator:259 - Evaluate in main process...

2025-04-01 17:52:04 | INFO | yolox.evaluators.coco\_evaluator:292 - Loading and preparing results...

2025-04-01 17:52:04 | INFO | yolox.evaluators.coco\_evaluator:292 - DONE (t=0.13s)

2025-04-01 17:52:04 | INFO | pycocotools.coco:366 - creating index...

2025-04-01 17:52:04 | INFO | pycocotools.coco:366 - index created!

Using C:\Users\patel\AppData\Local\torch\_extensions\torch\_extensions\Cache\py310\_cu126 as PyTorch extensions root...

No modifications detected for re-loaded extension module fast\_cocoeval, skipping build step...

Loading extension module fast\_cocoeval...

Running per image evaluation...

2025-04-01 17:52:04 | INFO | yolox.layers.jit\_ops:111 - Load fast\_cocoeval op in 0.011s.

Evaluate annotation type \*bbox\*

COCOeval\_opt.evaluate() finished in 0.51 seconds.

Accumulating evaluation results...

COCOeval\_opt.accumulate() finished in 0.07 seconds.

2025-04-01 17:52:05 | INFO | yolox.core.trainer:381 -

Average forward time: 54.04 ms, Average NMS time: 2.59 ms, Average inference time: 56.63 ms

Average Precision (AP) @[ IoU=0.50:0.95 | area= all | maxDets=100 ] = 0.121

Average Precision (AP) @[ IoU=0.50 | area= all | maxDets=100 ] = 0.192

Average Precision (AP) @[ IoU=0.75 | area= all | maxDets=100 ] = 0.138

Average Precision (AP) @[ IoU=0.50:0.95 | area= small | maxDets=100 ] = -1.000

Average Precision (AP) @[ IoU=0.50:0.95 | area=medium | maxDets=100 ] = 0.077

Average Precision (AP) @[ IoU=0.50:0.95 | area= large | maxDets=100 ] = 0.121

Average Recall (AR) @[ IoU=0.50:0.95 | area= all | maxDets= 1 ] = 0.155

Average Recall (AR) @[ IoU=0.50:0.95 | area= all | maxDets= 10 ] = 0.241

Average Recall (AR) @[ IoU=0.50:0.95 | area= all | maxDets=100 ] = 0.264

Average Recall (AR) @[ IoU=0.50:0.95 | area= small | maxDets=100 ] = -1.000

Average Recall (AR) @[ IoU=0.50:0.95 | area=medium | maxDets=100 ] = 0.160

Average Recall (AR) @[ IoU=0.50:0.95 | area= large | maxDets=100 ] = 0.277

per class AP:

| class | AP | class | AP | class | AP |

|:---------|:-------|:--------|:-------|:----------|:-------|

| doll2 | 0.000 | 3dolls | 0.891 | Sea\_otter | 0.321 |

| Shisa | 0.304 | anoko | 31.492 | beetle | 0.000 |

| chiikawa | 12.115 | fish | 58.214 | kani | 0.000 |

| kurima | 2.037 | momo | 8.044 | small ba | 10.675 |

| usaki | 33.144 | | | | |

per class AR:

| class | AR | class | AR | class | AR |

|:---------|:-------|:--------|:-------|:----------|:-------|

| doll2 | 0.000 | 3dolls | 2.500 | Sea\_otter | 9.492 |

| Shisa | 5.814 | anoko | 46.818 | beetle | 0.000 |

| chiikawa | 56.060 | fish | 81.667 | kani | 0.000 |

| kurima | 21.526 | momo | 30.355 | small ba | 28.813 |

| usaki | 60.546 | | | | |

2025-04-01 17:52:05 | INFO | yolox.core.trainer:402 - Save weights to ./YOLOX\_outputs\exp\_my\_dataset

2025-04-01 17:52:05 | INFO | yolox.core.trainer:402 - Save weights to ./YOLOX\_outputs\exp\_my\_dataset

2025-04-01 17:52:06 | INFO | yolox.core.trainer:200 - Training of experiment is done and the best AP is 12.10

**CHANGES I DID:-**

1. FOR CLASS\_NAMES ERROR WHEN USING LVIS DATASET

### Step 1: Remove this line (in demo.py file)

python

CopyEdit

from yolox.data.datasets import COCO\_CLASSES

### ✅ Step 2: Add LVIS class name loader

Place this near the top of your script:

python

CopyEdit

import json

def load\_lvis\_class\_name\_list(json\_path, num\_classes):

with open(json\_path, 'r') as f:

data = json.load(f)

# Sort by ID assuming remapped 0..1202

categories = sorted(data['categories'], key=lambda x: x['id'])

class\_names = [cat['name'] for cat in categories]

# Ensure the list has exactly num\_classes

assert len(class\_names) == num\_classes, f"Expected {num\_classes} classes, got {len(class\_names)}"

return class\_names

### ✅ Step 3: Replace this block in main():

python

CopyEdit

predictor = Predictor(

model, exp, COCO\_CLASSES, trt\_file, decoder,

args.device, args.fp16, args.legacy,

)

#### With this:

python

CopyEdit

# Provide the path to your LVIS annotation file

lvis\_ann\_path = "/home/tuskerai/Desktop/Dev Patel/YOLOX/datasets/abandoned/annotations/instances\_val2017.json"

# Load class names dynamically from the annotation

cls\_names = load\_lvis\_class\_name\_list(lvis\_ann\_path, exp.num\_classes)

predictor = Predictor(

model, exp, cls\_names, trt\_file, decoder,

args.device, args.fp16, args.legacy,

)

Great idea — you're aiming for a flexible and clean command-line interface, where:

* ✅ If the user provides a --class\_json path, it uses that to load class names.
* ✅ If the user doesn't provide anything, it falls back to a default path (e.g. the hardcoded one in your script).

Let’s implement this in 3 steps:

## ✅ Step 1: Add --class\_json argument to make\_parser()

Find your make\_parser() function and add this:

python

CopyEdit

parser.add\_argument(

"--class\_json",

type=str,

default=None,

help="Optional: path to LVIS-style annotation JSON for loading class names"

)

## ✅ Step 2: Modify main() function to handle this logic

Replace this block in your main():

python

CopyEdit

# Existing COCO\_CLASSES usage — REMOVE THIS:

# predictor = Predictor(

# model, exp, COCO\_CLASSES, trt\_file, decoder,

# args.device, args.fp16, args.legacy,

# )

With this logic:

python

CopyEdit

# Fallback default path if --class\_json is not provided

DEFAULT\_LVIS\_JSON = "/home/tuskerai/Desktop/Dev Patel/YOLOX/datasets/abandoned/annotations/instances\_val2017.json"

if args.class\_json:

class\_json\_path = args.class\_json

else:

class\_json\_path = DEFAULT\_LVIS\_JSON

cls\_names = load\_lvis\_class\_name\_list(class\_json\_path, exp.num\_classes)

predictor = Predictor(

model, exp, cls\_names, trt\_file, decoder,

args.device, args.fp16, args.legacy,

)

2. ❌ Problem

You're using a fixed \_COLORS array:

python

CopyEdit

\_COLORS = np.array([...]).reshape(-1, 3)

* It only defines 80 colors (approx).
* But your cls\_ids contains values like 206, 1177, etc.
* So this line:

python

CopyEdit

color = (\_COLORS[cls\_id] \* 255).astype(np.uint8).tolist()

throws an IndexError when cls\_id >= 80.

## ✅ Solution: Dynamically Generate Colors Based on Number of Classes

Here's how you can fix it safely and cleanly, so it works with any number of classes (including 1203 for LVIS):

### 🔁 Step 1: Replace \_COLORS definition with a dynamic color generator

At the top of vis.py, replace your \_COLORS array with this:

python

CopyEdit

import random

def generate\_colors(num\_classes):

random.seed(42) # For reproducibility

return np.array([[random.random(), random.random(), random.random()] for \_ in range(num\_classes)], dtype=np.float32)

### ✨ Step 2: Move \_COLORS inside the vis() function

Now, inside def vis(...), add:

python

CopyEdit

num\_classes = len(class\_names)

\_COLORS = generate\_colors(num\_classes)

This ensures \_COLORS always has enough entries.

### 🔧 Final vis() Function Should Look Like This:

python

CopyEdit

def vis(img, boxes, scores, cls\_ids, conf=0.5, class\_names=None):

print(f"cls\_ids :: {cls\_ids}")

print(f"scores :: {scores}")

print(f"conf :: {conf}")

print(f"class\_names :: {class\_names}")

num\_classes = len(class\_names)

\_COLORS = generate\_colors(num\_classes)

for i in range(len(boxes)):

box = boxes[i]

cls\_id = int(cls\_ids[i])

score = scores[i]

if score < conf:

continue

x0 = int(box[0])

y0 = int(box[1])

x1 = int(box[2])

y1 = int(box[3])

color = (\_COLORS[cls\_id] \* 255).astype(np.uint8).tolist()

# You already override this to yellow:

color = [127, 127, 0]

text = '{}:{:.1f}%'.format(class\_names[cls\_id], score \* 100)

txt\_color = (0, 0, 0) if np.mean(\_COLORS[cls\_id]) > 0.5 else (255, 255, 255)

font = cv2.FONT\_HERSHEY\_SIMPLEX

txt\_size = cv2.getTextSize(text, font, 0.4, 1)[0]

cv2.rectangle(img, (x0, y0), (x1, y1), color, 2)

txt\_bk\_color = (\_COLORS[cls\_id] \* 255 \* 0.7).astype(np.uint8).tolist()

cv2.rectangle(

img,

(x0, y0 + 1),

(x0 + txt\_size[0] + 1, y0 + int(1.5\*txt\_size[1])),

txt\_bk\_color,

-1

)

cv2.putText(img, text, (x0, y0 + txt\_size[1]), font, 0.4, txt\_color, thickness=1)

return img

## ✅ Now You're Safe From:

* IndexError caused by class ID > 79
* Class mismatch in class\_names
* Hardcoded assumptions about COCO class count